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Validation is required for computer systems used to create, modify, maintain, archive, retrieve, or transmit data intended for submission. To ensure that the QA/QC and the IT departments speak the same language, a system developer will build documented evidence that a system’s functionality has been tested, performs as specified, and generates reproducible results. System developers can initially view computer validation as a nebulous idea that does not fit into the development process. But they soon come to recognize that it forms the documentation phase of software’s developmental life cycle.

The objective of computer validation is to create an approach for documenting that a computer system does what it’s supposed to do, performs to predetermined specifications, and generates reproducible results every time. FDA requires validating computer systems that create, modify, maintain, archive, retrieve, or transmit data intended for regulatory submission. System developers know this as the standard approach to software validation, elements of which include a validation plan, user requirements, system specifications, supporting documentation, testing, validation or verification testing reports, and procedures and policies.

Software is created efficiently and effectively by means of a thorough, foolproof, step-by-step process. That process, called the software development life cycle (SDLC), ensures that all parties are clear about what to expect from the software development steps. The SDLC is a structured, phased method of analyzing, designing, and constructing software. The phases of a typical SDLC are planning, analysis, construction, and implementation.

Planning Phase

The planning phase is the fundamental process of understanding why an information system should be built and determining how the project team will go about building it. The first step is project initiation, during which a computer system’s business value to the organization is identified, describing how the system will lower costs or increase profits. Most ideas for new systems come from outside the information systems (IS) department (for example, from a marketing or accounting department) as a system request.

A system request briefly summarizes a business need and explains how a system that supports that need will create business value. The IS department works together with the person or department that generated the request (the project sponsor) to conduct an analysis of the idea’s technical feasibility (Can we build it?), the economic feasibility (Will it provide business value?), and the organizational feasibility (If we build it, will it be used?) (1).

Also during the planning phase, it is determined whether a system needs to be validated. Identifying the need to validate early in the planning phase makes a project description more complete, but it involves significant additional work.

Assigning responsibilities. Everyone who is involved in the development of a regulated computer system is responsible for its validation. However, before deciding on validation activities, the project sponsor and the developers implementing an automated solution should establish project goals. Each responsibility should be linked to a goal.

Creating project goals. The importance of defining goals should not be overlooked. Goals will give a project direction, identify project members or stakeholders, and define responsibilities. Keep the project goals in line with the company’s strategic vision. If the project goals do not help implement the corporate vision, then that project should not be initiated. When computer systems are developed for regulated industries, goals based on a corporate strategic vision help the project team identify project deliverables and deliver a validated computer system.

Identifying project stakeholders. After project goals are approved, the project team should identify the stakeholders. The first — and most important — stakeholder is the system owner, typically the project sponsor. The system owner should be the person with the highest level of authority in the area in which that application will be used. The system owner is ultimately responsible for maintenance, operation, and validation of the...
After goals, teams, responsibilities, and individuals have been defined, it is a good idea to put all that information in a “Goals and Responsibilities” document for every team member to sign. By signing that document, team members are committing to a contract. At a minimum, that should include a validation responsibilities matrix (Figure 2) listing all activities and the individuals responsible for those activities.

Creating a validation plan. Validation activities and issues should be considered early in each project. A validation plan can be a means of communicating those activities and issues. The validation plan should include a purpose, scope, and approach for all validation activities and list validation and documentation requirements, responsibilities, and order of execution. Essentially, the validation plan will state why you are validating, what you are validating, and how you will validate. An optional section would be validation philosophy: a section that can be used for discussing and justifying a validation approach.

Analysis Phase
The analysis phase details who will use the system, what the system will do, and where and when it will be used. During this phase, the project team investigates current systems, identifies improvement opportunities, and develops a concept for the new system (1).

Capturing the deliverables of the analysis phase requires a detailed investigation of the required business processes (functions) and the information required to execute those functions (entities with their attributes and relationships). It is important to articulate deliverables in general terms.

The deliverables of the analysis phase of the SDLC are captured in a “User Requirements” document. User requirements convey the user perspective of what the computer system must do. They typically are written by users and serve as the basis for the creation and implementation of an automated system. A typical user requirements document contains sections on business, user, and functional requirements.

Business requirements. The business requirements section explains why the business needs a particular system and represents the high-level objectives of the organization. Business requirements are captured as the scope of the project.

User requirements. The user requirements section describes tasks the users must be able to accomplish using the system. Typically, those are captured as use cases or scenario descriptions.

Functional requirements. The functional requirements section defines the software functionality the developers must build into a system. Functional requirements described are high-level descriptions of computing functions needed for the system.

When writing a user requirements document, remember that business, user, and functional requirements are high-level descriptions from a user’s perspective. Detail should be captured in the system specifications written by the development team.

Design Phase
The design phase consists of system specifications and supporting documentation, which includes a user manual and a design document. System specifications relay the developer’s perspective on how a system will meet the

<table>
<thead>
<tr>
<th>Activity</th>
<th>Responsibility</th>
</tr>
</thead>
<tbody>
<tr>
<td>Project management</td>
<td>core team</td>
</tr>
<tr>
<td>Overall validation strategy</td>
<td>IT system owner quality assurance</td>
</tr>
<tr>
<td>Development</td>
<td>IT</td>
</tr>
<tr>
<td>Integration with other systems</td>
<td>IT system owner quality assurance</td>
</tr>
<tr>
<td>Testing</td>
<td>validation team</td>
</tr>
<tr>
<td>Documentation</td>
<td>IT system owners validation team</td>
</tr>
<tr>
<td>System maintenance and change control</td>
<td>IT system owner quality assurance</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Test Plan Step #</th>
<th>Spec. Step #</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>2.1.1</td>
<td>Verifies the system icon properties</td>
</tr>
<tr>
<td>2</td>
<td>2.1.1</td>
<td>Verify the system icon initiates the system</td>
</tr>
</tbody>
</table>

Figure 1. The relationship among the three teams normally organized for planning, analyzing, constructing, and implementing a computer system development project.
needs listed in the user requirements document. They describe the overall system design, including the function, purpose, and role of each component; and algorithms used, calculations applied, and the methods used. System specifications describe system functionality and how the functions integrate. When writing system specifications, keep in mind that every function must be tested. Number each step so that it can be transferred easily to a test plan to show a one-to-one testing ratio for every system specification element. By creating a testable system specification, a developer can properly test the system’s functionality and generate traceable and concise testing documentation.

**Supporting documentation** should contain reports, procedures, manuals, and guides describing how a system was created and how to use it. User manuals and design documents are two types of supporting documents.

**User manual.** The user manual is a developer- or vendor-supplied document that describes normal and abnormal operation of the computer system. The user manual should be based on three things: user requirements, system specifications, and the software created.

**Design document.** The design document is documentation supplied to the developer community. It should be written to allow a computer system to be supported by developers not involved in the initial project. The design document should include a description of the data structures; a description of all modules, functions, and procedures and how they interact; data-flow diagrams (DFDs); entity relationship diagrams (ERDs); and external interaction. Documentation must exist for a project so that another developer can pick up, without applying much effort, where a previous developer dropped off.

**Construction Phase**

The construction phase is when the development fun begins. In this phase, a system is coded and tested by the development team. Readers who are not system developers, but who are interested in computer validation should be aware of the construction phase — but they don’t require the software development particulars.

**Implementation Phase**

Validation and verification testing occur during the implementation phase and include installation, operation, and performance qualification. A validation report and a policies and procedures manual are created.

**Validation and verification testing.** System validation and verification testing are performed to analyze and test the system comprehensively during all stages of its development and maintenance to determine that it performs its intended functions correctly, to ensure that it does not perform unintended functions, and to measure the system quality and reliability.

Because of their analytical approach, validation and verification testing are also used for locating high-risk areas of a software system, for analyzing critical features (such as safety and security requirements), and for describing the relationship of those features to the entire system. User and functional requirements are key inputs to system testing. If the expected behavior of a product under various conditions is unspecified, the software testers will be hard-pressed to distinguish correct behavior from a defect. Conversely, system testing is a means of verifying that all planned functionality has been implemented as intended and that specified user tasks can be properly executed (2).

Testing must be planned and documented before execution. In other words, a test plan should be created before, not during testing. When test plans are executed, the expected result for each test step should be predefined, and the actual results must be documented. Individual tests must include proof that the system is properly installed, must challenge system functionality in normal and abnormal conditions, and must span the system’s entire processes.

Testing should be split into three categories and performed in the following order: installation qualification, operational qualification, and performance qualification.

**Installation qualification (IQ)** documents installation of a system in the production environment. Some elements to include in an IQ document are the name and version of the system, who performed the installation, date and time of the installation, installation instructions, and expected results. If testing cannot be done in the production environment, be sure the testing environment is the same as that production environment.

**Operational qualification (OQ),** or functional testing, provides documented evidence that the operating software meets specifications and is capable of consistently operating within established limits and tolerances (3). OQ testing must challenge the software to capture any errors or anomalies. Each test performed in the OQ should be traceable back to a specification in the system specifications document. A good practice is to include a traceability matrix (Figure 3) that captures (in table format) the OQ step number, the specification item to be tested, and a description of the test. The traceability matrix will show at a glance each test, how that test relates to the specification, and the purpose of the test.

**Performance qualification (PQ)** tests the integration of software in the normal system operating environment. The PQ also tests the system from initialization to the conclusion of the system processes.

**Validation testing reports** describe the results of validation activities, including variances to the validation plan and a conclusion about whether the system can be used in production. The report includes or references all the testing documentation and a list of all validation deliverables with storage location of the validation documents. In other words, the validation testing report is a place to document what happened and how it happened for each validation test. In addition, the report captures all deviations and out-of-specification results.

**Procedures and policies manual.** A computer system can have all the bells and whistles that will aid it in complying with applicable regulations. However, built-in functionality and validation documentation does not make a computer system compliant. Policies and procedures are an enforcement tool that companies use to protect their computer systems from fraudulent use. These written guidelines provide a framework for specifying how the system will be used and managed, how data will be recovered, and what disciplinary actions can be taken for violations. Procedures should be written and implemented and should include security and data integrity, system operation, and system maintenance.

**Team Development**

The activities of team development are an integral part of any development activity —
validated or nonvalidated. The planning process helps the validation team implement a validated system. Standard documents are required to prove that a system is validated, and policies and procedures are necessary to implement and maintain a computer system in a validated state.
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